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Abstract

This paper proposes a secure decision making method for obstacle avoidance for bicycle robots using camera, lidar and GPS. Using a camera, a waypoint is generated on a path with a lookahead distance and steering angle can be calculated for path planning. At the intersection, the GPS signal can determine whether to turn or not. For obstacle avoidance, lidar detects the obstacle and calculates the repulsive potential, which is used to calculate the steering angle and speed. Integrating these information from sensors, this paper show the result of simulation that control bicycle robot.
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1. Introduction

Among the important factors considered in autonomous driving are path following and obstacle avoidance. In the case of path following, there are methods such as generating multiple waypoints using Badger curve [1] or RNDF graph [2] to select the shortest cost path [3], pure pursuit [4], and optimal control theory [5] to determine the steering angle. In this paper, we chose the pure pursuit method to follow the path. For obstacle avoidance, there are two ways to generate obstacle potential fields [6] and create virtual forces by defining obstacle potential[4] and generate driving paths using TTC (Time-To-Collision) [5], a risk indicator. The method of creating a potential field and the method of generating a driving path using TTC are difficult to use with the pure pursuit method selected earlier, so the method of defining obstacle potential was used.
Image information was used to find the centre of the road and generate a route using pure pursuit, GPS was used at intersections where image information was difficult to use, and lidar was used to avoid obstacles. Finally, the steering angle was determined using the steering angle calculated from the three sensors, and the results were verified by simulation.

2. Path Following

Path following methods include generating waypoints and selecting the shortest cost route [2, 3], optimal control methods that use a system model to calculate the steering angle [5], and pure pursuit [4] that calculates the turning radius by updating the waypoints along the route in real time. In the case of algorithms that generate waypoints and select the shortest cost route, there is a problem that the target point may deviate from the route due to the error of GPS when used in conjunction with GPS [3]. In the case of optimal control, it depends on the system model of the vehicle and cannot be used when the system parameters change due to the aging of the robot or the weight of the cargo. Therefore, this study used pure pursuit. The performance of pure pursuit depends on the update cycle of the next waypoint, the forward viewing distance, and the speed of the robot, so we used a dynamic model of a bicycle to compensate for this. In addition, it is difficult to use video information at intersections, so we used GPS.

2.1. Pure pursuit with Lookahead distance

At a constant lookahead distance $x_L$, a point on the path is assumed to be the next waypoint. The steering angle to the waypoint is determined using the pure pursuit path-following algorithm. The next waypoint can be generated by obtaining the lateral error $y_L$ from the camera. The steering angle can be determined by creating a circle connecting the bike's position to the waypoint and finding the radius of the circle. The equation is $\alpha$ where $L$ is the length from the front wheel to the rear wheel.

\[ x_L^2 + y_L^2 = L^2 \]  
\[ \alpha = R - y_L \]  
\[ \alpha^2 + R^2 = L^2 \]

Figure 1: Pure pursuit with constant lookahead distance.
2.2. Kinematic model of a bicycle

The bicycle model is shown in Figure 2. When the bicycle is travelling, a turning force $F_x$, $F_y$ is applied to the front and rear wheels, respectively, causing the bicycle to move longitudinally and transversely at a speed of $v_x$, $v_y$, and a yaw rate of $\dot{\psi}$. Using the lateral velocity $v_x$ and yaw rate $\psi$ as state variables and the steering angle $\delta$ as a control input, the following equation of state can be obtained [7]:

\[
\begin{bmatrix} \dot{v}_y \\ \dot{\psi} \end{bmatrix} = \begin{bmatrix} \frac{-c_x v_x - c_y v_y}{mv_x} & \frac{c_x l_x - c_y l_y}{mv_x} - \frac{v_x}{l_x v_x} \\ \frac{c_x l_x - c_y l_y}{l_x v_x} & \frac{c_y l_x^2 + c_x l_y^2}{l_x v_x} \end{bmatrix} \begin{bmatrix} v_y \\ \dot{\psi} \end{bmatrix} + \begin{bmatrix} \frac{c_x}{m} \\ \frac{l_x c_y}{l_z} \end{bmatrix} \delta
\]

\[
\begin{bmatrix} \dot{v}_y \\ \dot{\psi} \\ \dot{\psi}_L \end{bmatrix} = \begin{bmatrix} -c_y v_x + \frac{c_x l_y}{mv_x} & -\frac{v_y}{l_x v_x} & -x_L \\ \frac{c_x l_x - c_y l_y}{l_x v_x} & -x_L & 0 \\ 0 & -1 & 0 \end{bmatrix} \begin{bmatrix} v_y \\ \psi \\ \psi_L \end{bmatrix} + \begin{bmatrix} \frac{c_x}{m} \\ \frac{l_x c_y}{l_z} \\ 0 \end{bmatrix} \delta
\]
2.3. Turning at intersections and corners

When a bicycle approach an intersection or corner on the route, GPS will signal a turn for a period of time. At this time, the steering angle $\delta$ determined by the GPS depends on the angle error $\psi_L$. If the attitude angle error and the steering angle are in the same direction, it means that the bike's attitude is close to the attitude angle desired by the GPS, so it needs to be smaller. $\beta$ where is an arbitrary value of gain.

$$
\delta_{GPS} = \begin{cases} 
\beta \times \delta_{GPS} & (\delta_{GPS} \times \psi_L > 0) \\
\delta_{GPS} & (\delta_{GPS} \times \psi_L \leq 0)
\end{cases}
$$

3. Obstacle Avoidance

Methods commonly used for obstacle avoidance include generating obstacle potential fields[6] and defining obstacle potentials[4] and generating driving paths using TTC[5], a risk indicator. The method of using potential fields is computationally intensive and is suitable for robots with limited workspace, which makes it difficult to use for outdoor road driving. In the case of generating a driving route using TTC, it is difficult to control by integrating it with pure pursuit, which updates waypoints in real time[4], so in this paper, we used a method to calculate virtual forces by defining obstacle potentials.

3.1. Set Obstacle Tolerance

The potential of an obstacle is calculated by arbitrarily setting the distance affected by the obstacle. In general, the distance affected by the obstacle is set to be the same regardless of the angle, which can be represented graphically as a semicircle or near-circle centred on the robot.

However, if the range affected by obstacles is set in this way, the range in front is also limited as the range in the side is limited. A bicycle robot has a long forward range and a short sideways range because its steering angle is limited to a certain angle or less. This leads to a decrease in driving stability when an obstacle appears in front of it. It is also difficult to use in narrow alleys where the obstacle clearance on the side should be narrower than the obstacle clearance in front. Therefore, we propose a method to vary the obstacle clearance according to the angle. As shown in Figure 3, the obstacle clearance radius $d_1$ is set differently depending on the angle.

$$
d_1 = \begin{cases} 
1_0 & (\theta_0 \leq \theta \leq \theta_1) \\
1_1 & (\theta_2 \leq \theta \leq \theta_3) \\
\vdots \\
1_n & (\theta_{2n} \leq \theta \leq \theta_{2n+1})
\end{cases}
$$
3.2. Determine Steering angle using Obstable potential

Using the distance $d$ to the coordinates of the nearest obstacle detected within the obstacle tolerance radius, the angle $\theta$, the obstacle potential is given by $\varepsilon$ is a small number close to zero that prevents the denominator from being zero.

$$u = \begin{cases} \frac{1}{d + \varepsilon} + \frac{d}{(d_1 + \varepsilon)^2} & (0 \leq d \leq d_1 \text{ and } \cos(\theta) \leq 0) \\ \frac{1}{(d_1 + \varepsilon)^2} & (d > d_1 \text{ or } \cos(\theta) > 0) \end{cases}$$ \hspace{1cm} (11)

The imaginary force on the obstacle $f = -\nabla u$ is found by taking the imaginary gradient through $\theta$.

$$f = \begin{cases} \frac{1}{(d + \varepsilon)^2} - \frac{1}{(d_1 + \varepsilon)^2} \frac{\dot{q}}{d} & (0 \leq d \leq d_1 \text{ and } \cos(\theta) \leq 0) \\ 0 & (d > d_1 \text{ or } \cos(\theta) > 0) \end{cases}$$ \hspace{1cm} (12)

The obstacle avoidance turning radius $R_{\text{lidar}}$ and steering angle $\delta_{\text{lidar}}$ can be calculated inversely proportional to the imaginary force obtained in equation (12).

$$R_{\text{lidar}} = \begin{cases} \frac{\varepsilon}{\eta f t} & (\theta = 0) \\ \frac{\sin(\theta)}{\eta f t} & (\theta \neq 0) \end{cases}$$ \hspace{1cm} (13)

$$\delta_{\text{lidar}} = \frac{b}{R_{\text{lidar}}}$$ \hspace{1cm} (14)

$$\delta_{\text{lidar}} = \begin{cases} \delta_{\text{lidar, min}} & (\delta_{\text{lidar}} < \delta_{\text{lidar, min}}) \\ \delta_{\text{lidar, max}} & (\delta_{\text{lidar}} > \delta_{\text{lidar, max}}) \\ \delta_{\text{lidar}} & (\text{else}) \end{cases}$$ \hspace{1cm} (15)
η is an arbitrary value of gain. The size limit is necessary because if the steering angle determined by the lidar exceeds a certain value, it will affect the subsequent steering.

4. Result

4.1. Determining the Final Steering Angle

Using the steering angles obtained from the three sensors, the final steering angle can be calculated as shown in Equation (16). If the obstacle avoidance steering angle magnitude exceeds an arbitrary threshold, the GPS-determined steering angle is ignored.

\[
\delta = \begin{cases} 
\delta_{\text{camera}} + \delta_{\text{GPS}} + \delta_{\text{lidar}} & (|\delta_{\text{lidar}}| < \delta_{\text{danger}}) \\
\delta_{\text{camera}} + \delta_{\text{lidar}} & (|\delta_{\text{lidar}}| \geq \delta_{\text{danger}}) 
\end{cases}
\]

(16)

\[
\delta = \begin{cases} 
\delta_{\text{min}} & (\delta < \delta_{\text{min}}) \\
\delta_{\text{max}} & (\delta > \delta_{\text{max}}) \\
\delta & (\text{else}) 
\end{cases}
\]

(17)

Since the angle at which the steering wheel can be turned is limited, it is necessary to limit the range of the steering angle as shown in Equation (17). The system model is shown in Figure 4.

![System model of bicycle robot control](image)

**Figure 4:** System model of bicycle robot control.

4.2. Simulation

Simulations were conducted using the previously presented techniques. The parameters used in the simulation are shown in Table 1. We assume that the roads are intersected by x = 0, y = 90, z = 90. In the simulation, the bicycle travelled as shown in Figure 5 and Figure 6. It maintained a minimum safety distance of 0.87m from obstacles and a maximum lateral error distance of 4.0m from the path.
Table 1

<table>
<thead>
<tr>
<th>Simulation Parameters</th>
<th>Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>Front and rear wheel turning stiffness: $c_f$, $c_r$</td>
<td>977(N/rad)</td>
</tr>
<tr>
<td>Mass: m</td>
<td>29(kg)</td>
</tr>
<tr>
<td>Moment of inertia: $I_z$</td>
<td>30(kgm²)</td>
</tr>
<tr>
<td>Forward lookahead distance: $x_L$</td>
<td>8(m)</td>
</tr>
<tr>
<td>Distance from front, rear wheels to centre of gravity: $l_f$, $l_r$</td>
<td>0.6(m)</td>
</tr>
<tr>
<td>Gain, $\beta$, $\eta$</td>
<td>0.5, 1</td>
</tr>
<tr>
<td>Velocity, $v$</td>
<td>10(km/h)</td>
</tr>
<tr>
<td>obstacle</td>
<td>(1, 15), (0, 60), (30, 88), (60, 90), (101, 60), (100, 30), (77, 91)</td>
</tr>
</tbody>
</table>
avoids obstacles by calculating the potential of obstacles using the information received from the lidar. The physical properties of the bicycle used for autonomous driving were simulated before driving to check the performance of the control method. One area for improvement in this study is that when turning at an intersection, the signal from the GPS sometimes causes the bicycle to turn more than necessary. A proper weighting of the steering angle calculated from the camera is needed.
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